**Пословицы о котах**

Напишем приложение, которое будет хранить пословицы о котах в базе данных SQLite и выводить их на экран в случайном порядке.

У пользователя будет возможность внести в базу новую пословицу. Таким образом, он сможет пополнять свою базу. А при нажатии на вторую кнопку будет выводиться пословица в случайном порядке.

В первом месяце обучения мы уже знакомились с основами работы с базой данных на SQLite и данный материал предназначен для закрепления навыков.

Создадим новый проект **RandomProverbs**.

Начнём с класса базы данных ProverbDB.

package ru.alexanderklimov.randomproverbs;

import android.content.Context;

import android.database.sqlite.SQLiteDatabase;

import android.database.sqlite.SQLiteOpenHelper;

import android.util.Log;

public class ProverbDB extends SQLiteOpenHelper {

// константы для конструктора

// имя файла для базы данных

private static final String DATABASE\_NAME = "proverbs.db";

// номер версии базы данных

private static final int DATABASE\_VERSION = 1;

// имя таблицы

public static final String TABLE\_NAME = "tableRandomProverbs";

// Колонка

public static final String KEY\_ROWID = "\_id";

// Вторая колонка

public static final String KEY\_PROVERB = "Proverb";

// для LogCat

private static final String TAG = "RandomProverb1098";

// Строка для создания таблицы в базе данных

private static final String DATABASE\_CREATE = "CREATE TABLE " + TABLE\_NAME

+ " (" + KEY\_ROWID + " INTEGER PRIMARY KEY AUTOINCREMENT,"

+ KEY\_PROVERB + " VARCHAR(255));";

// Строка для удаления таблицы из базы данных

private static final String DELETE\_ENTRIES = "DROP TABLE IF EXISTS "

+ TABLE\_NAME;

private static ProverbDB dbInstance;

// Конструктор

public ProverbDB(Context context) {

// TODO Auto-generated constructor stub

super(context, DATABASE\_NAME, null, DATABASE\_VERSION);

}

public static ProverbDB getInstance(Context context) {

if (dbInstance == null)

dbInstance = new ProverbDB(context.getApplicationContext());

return dbInstance;

}

@Override

public void onCreate(SQLiteDatabase db) {

// TODO Auto-generated method stub

db.execSQL(DATABASE\_CREATE);

}

@Override

public void onUpgrade(SQLiteDatabase db, int oldVersion, int newVersion) {

// TODO Auto-generated method stub

Log.w(TAG, "Обновление базы данных с версии " + oldVersion

+ " до версии " + newVersion

+ ", которое удалит все старые данные");

// Удаляем предыдущую таблицу при апгрейде

db.execSQL(DELETE\_ENTRIES);

// Создаём новый экземпляр таблицы

onCreate(db);

}

}

Комментарии в коде поясняют логику программы, там ничего сложного и всё знакомо.

Перейдем к основной активности. Нам понадобится текстовое поле для ввода новой пословицы, кнопки для ввода и вывода данных и текстовая метка для вывода пословицы.

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:orientation="vertical" >

<TextView

android:id="@+id/tvProverb"

android:layout\_width="fill\_parent"

android:layout\_height="wrap\_content"

android:text="Добавить пословицу" />

<EditText

android:id="@+id/editProverb"

android:layout\_width="fill\_parent"

android:layout\_height="wrap\_content" />

<Button

android:id="@+id/buttonInsert"

android:layout\_width="fill\_parent"

android:layout\_height="wrap\_content"

android:text="Добавить" />

<Button

android:id="@+id/buttonGetRandom"

android:layout\_width="fill\_parent"

android:layout\_height="wrap\_content"

android:text="Показать" />

<TextView

android:id="@+id/tvShow"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:textAppearance="?android:attr/textAppearanceLarge"

android:textColor="#0000ff" />

</LinearLayout>

Теперь напишем код:

package ru.alexanderklimov.randomproverbs;

import java.util.Random;

import android.os.Bundle;

import android.app.Activity;

import android.content.ContentValues;

import android.content.Context;

import android.database.Cursor;

import android.database.sqlite.SQLiteDatabase;

import android.view.Menu;

import android.view.View;

import android.view.View.OnClickListener;

import android.widget.Button;

import android.widget.EditText;

import android.widget.TextView;

import android.widget.Toast;

public class MainActivity extends Activity {

private ProverbDB sqh;

private SQLiteDatabase db;

EditText editProverb;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

Button butAdd = (Button) findViewById(R.id.buttonInsert);

Button butGet = (Button) findViewById(R.id.buttonGetRandom);

// Регистрируем приемник OnClick

butAdd.setOnClickListener(mClickListener);

butGet.setOnClickListener(mClickListener);

// Инициализируем наш класс-обёртку

sqh = new ProverbDB(this);

}

@Override

protected void onDestroy() {

// TODO Auto-generated method stub

// закрываем соединения с базой данных

sqh.close();

super.onDestroy();

}

// обработчик нажатия кнопок

private OnClickListener mClickListener = new OnClickListener() {

public void onClick(View v) {

switch (v.getId()) {

case R.id.buttonInsert:

// База нам нужна для записи

db = sqh.getWritableDatabase();

try {

editProverb = (EditText) findViewById(R.id.editProverb);

insertProverb(editProverb.getText().toString());

Context context = getApplicationContext();

CharSequence text = "Пословица '" + editProverb.getText()

+ "' успешно добавлена!\nВсего пословиц: "

+ getAllEntries();

int duration = Toast.LENGTH\_LONG;

Toast toast = Toast.makeText(context, text, duration);

toast.show();

editProverb.setText("");

} catch (Exception ex) {

CharSequence text = ex.toString();

Toast.makeText(getApplicationContext(), text, Toast.LENGTH\_LONG).show();

}

// закрываем соединения с базой данных

db.close();

break;

case R.id.buttonGetRandom:

db = sqh.getReadableDatabase();

try {

String proverb = "";

proverb = getRandomEntry();

TextView tvShowProverb = (TextView)findViewById(R.id.tvShow);

tvShowProverb.setText(proverb);

} catch (Exception ex) {

Toast.makeText(getApplicationContext(), ex.toString(),

Toast.LENGTH\_LONG).show();

}

// закрываем соединения с базой данных

db.close();

}

}

};

// вставляем новую запись в базу данных

public long insertProverb(String proverb) {

ContentValues initialValues = new ContentValues();

initialValues.put(ProverbDB.KEY\_PROVERB, proverb);

return db.insert(ProverbDB.TABLE\_NAME, null, initialValues);

}

// получим общее количество пословиц в базе данных

public int getAllEntries() {

String query = "SELECT COUNT(\*) FROM tableRandomProverbs";

Cursor cursor = db.rawQuery(query, null);

int count = 0;

while (cursor.moveToNext()) {

count = cursor.getInt(0);

return count;

}

cursor.close();

return count;

}

public String getRandomEntry() {

// подключаем генератор случайных числе

Random random = new Random();

// задаем диапазон

int rand = random.nextInt(getAllEntries() + 1);

if (rand == 0)

++rand;

Cursor cursor = db.rawQuery("SELECT Proverb FROM " + ProverbDB.TABLE\_NAME

+ " WHERE \_id = " + rand, null);

if (cursor.moveToFirst()) {

return cursor.getString(0);

}

cursor.close();

return cursor.getString(0);

}

}

Метод **getAllEntries()** будет выполнять запрос на количество введенных в БД пословиц. Это значение понадобится нам для генератора случайных чисел, чтобы выбрать нужный диапазон.

Метод **getRandomEntry()** служит для возвращения случайного результата, используя число записей в базе дынных, полученных через метод **getAllEntries()**. В SQL-операторе **SELECT**мы выбираем пословицу под номером по заданному случайному идентификатору ID, WHERE \_id = rand.

Вот приложение и готово. Если у вас возникнут трудности с добавлением новых пословиц о котах, то скачайте программу [Справочник про котов](https://play.google.com/store/apps/details?id=ru.alexanderklimov.crib). Там есть целый раздел на данную тему.

![Случайные пословицы](data:image/png;base64,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) ![Случайные пословицы](data:image/png;base64,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)